La création d'un langage de programmation

et les différentes fonctions qu'il peut occuper
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# Une introduction sur le langage

## Le langage naturel

Lorsque l’on parle du langage, nous pensons en priorité au langage humain. Certains chercheurs estiment que le début du langage humain pourrait remonter à plus de 100 000 ans, soit entre la moitié et les deux tiers de l’émergence de l’homo sapiens. Mais le langage ne nous a pas attendu pour se diffuser. Des abeilles aux éléphants, des dauphins aux corbeaux, le langage a pris différentes formes, vocal, gestuel, visuel, olfactif, etc. Le langage est un système de communication complexe et structuré, peu importe sa forme, permettant d’échanger des informations et d’interagir avec les autres membres le comprenant. De tout temps, l’humanité a cherché à imiter le comportement de la Nature. Epaulés de la sélection naturelle ne nous offrant qu’à voir la quintessence de ses optimisations, il était bien normal de se servir d’une technologie qui a été testée depuis des millions d’années. Des ingénieurs en aérospatiale ont examiné de près les techniques de vol des oiseaux et des insectes pour concevoir des aéronefs plus efficaces, réduisant la consommation de carburant et améliorant la manœuvrabilité. Les drones et les robots autonomes ont également bénéficié de la biomimétique pour naviguer dans des environnements complexes et changer leur forme en fonction des besoins. Le langage humain est également une pure imitation du langage qu’ont développé les autres animaux. Nous l’avons amélioré, transformé, divisé, et encore aujourd’hui, il évolue dans la multitude de langues que nous avons inventée. Se lance alors une problématique : imaginons deux chefs d’état alliés ont besoin de se coordonner et de discuter de la situation actuelle le plus vite possible, comment faire alors qu’ils ne parlent pas la même langue ? C’est très simple, soit ils parlent la même langue, soit ils utilisent un traducteur qui lui connait les deux langues.

Mais quel rapport avec le langage de programmation ?

Le langage de programmation, bien que purement artificiel, est une imitation du langage naturel, puisqu’il en a les mêmes buts. Tout comme nous utilisons des structures grammaticales et des règles pour exprimer nos pensées de manière claire et cohérente, les programmeurs utilisent des langages de programmation pour donner des instructions précises aux ordinateurs sans ambigüités. Ces langages, avec leurs syntaxes et leurs sémantiques spécifiques, permettent de traduire des concepts abstraits en une suite d'instructions compréhensibles par les machines. A la manière des chefs d’état, l’ordinateur ne parle pas une langue accessible aux humains. Au lieu de s’embêter à essayer de communiquer en binaire, nous allons utiliser un traducteur. Mais rappelons-le, les instructions que nous souhaitons donner aux machines ne doivent pas être ambiguës contrairement à notre langage humain qui regorge de double sens et d’interprétabilité. Nous avons donc créé des langages que des traducteurs en langage machine pourrait comprendre. Mais ces langages sont plus ou moins compliqués à s’approprier. S’introduit alors le concept de langage haut et bas niveau.

## Langage bas-niveau / Langage haut-niveau

![Quel langage adapté? par Isi_ait - page 1 - OpenClassrooms](data:image/png;base64,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)Dans le domaine de la programmation informatique, les langages de programmation sont classés en différents niveaux en fonction de leur proximité avec le langage machine, c'est-à-dire le langage binaire compréhensible par l'ordinateur. Cette classification en niveaux est souvent liée à la complexité des instructions et à la manière dont les tâches sont exprimées dans le code source.

Les langages de haut niveau, tels que Python et JavaScript, se situent au sommet de cette échelle. Ces langages sont conçus pour être plus proches du langage naturel, notamment de l'anglais, facilitant ainsi la compréhension pour les programmeurs. Des constructions syntaxiques claires et des mots-clés intuitifs, comme «print» ou «def» en Python, ou «function» et «const» en JavaScript, rendent le code plus lisible et accessible. Cette proximité avec le langage humain permet aux développeurs de créer des algorithmes de manière plus intuitive, favorisant une compréhension claire et visuelle du code.

Ci-dessus : représentation du niveau de langages de programmation

Cependant, à mesure que l'on descend sur cette échelle vers des langages de plus bas niveau, tels que le langage d'assemblage ou même le langage machine, la lisibilité du code diminue considérablement. Ces langages exigent une connaissance approfondie de l'architecture matérielle de l'ordinateur et sont souvent cryptiques pour un observateur non averti. Les instructions de bas niveau peuvent être représentées par des codes numériques et des opérations binaires, ce qui rend la programmation dans ces langages plus ardue et moins intuitive. Quelques exemples ci-dessous :

En C :

#include <stdio.h>

int main() {

int n = 42;

printf(«%d\n», n);

return 0;

}

En Assembleur :

section .data

n db 42

section .text

global \_start

\_start:

mov eax, 4

mov ebx, 1

mov ecx, n

mov edx, 2

int 0x80

mov eax, 1

xor ebx, ebx

int 0x80

En python :

n = 42

print(n)

On se rend vite compte de la complexité que peut avoir un langage bas niveau et la facilité à comprendre un langage haut niveau. Mais cette facilité a un prix, celui de la vitesse d’exécution et de la performance. Le langage haut niveau va avoir besoin de plus de temps pour faire passer l’information puisque sa formulation peut grandement différer de l’information à transcrire. Mais au-dessus de tout, les langages bas niveau peuvent offrir des possibilités supplémentaires, comme la capacité de modifier directement la mémoire et son affectation, ou même la manière de réaliser physiquement chaque instruction. On en conclut donc que nous n’utiliserons pas un langage de programmation pour sa simplicité mais plutôt pour les capacités qu’ils nous offrent. Un langage peut être très bon dans un certain domaine, un autre excellera dans un autre domaine. Et nous voilà dirigés lentement vers la notion de paradigmes.

## Paradigmes de langage

Selon Larousse, le paradigme est un « Modèle Théorique de pensée qui oriente la recherche et la réflexion scientifique ». Dans le contexte de la programmation, il s’agit d’approches ou de styles spécifiques pour concevoir et structurer des programmes informatiques. Chaque paradigme a ses propres règles, conventions et techniques qui guident la manière dont les programmes sont écrits.

Si vous vous trouvez face à un problème vaste, il n’y a pas une seule manière de le résoudre, vous pouvez user de différentes solutions afin d’en venir à bout. Les paradigmes seraient comme les styles de solutions accessibles. Voici la liste de quelques paradigmes de programmation :

* Impératif

L’impératif est centré sur la description de la séquence d’instructions qui modifie l’état du programme. On écrit simplement une suite d’étape pour obtenir le résultat voulu. Les programmes impératifs utilisent des instructions comme les boucles, les conditions et les variables pour décrire sans ambigüité les actions à effectuer.

On peut citer le langage C ou le Pascal qui sont principalement des langages impératifs.

* Déclaratif

Contrairement à l'impératif, le paradigme déclaratif se concentre sur la déclaration des résultats souhaités sans détailler les étapes pour les atteindre. Les programmes déclaratifs décrivent ce que le programme doit accomplir, et le système détermine comment le faire. C’est un peu du « Débrouille toi »

On peut citer le SQL comme langage déclaratif.

* Orienté Objet

Le paradigme orienté objet organise le code autour d'objets, des entités qui regroupent des données et les méthodes qui les manipulent. La notion d’objets est difficile à saisir lorsque l’on commence à travailler avec. Il s’agit en fait d’une sorte d’entité qui a des paramètres propres. Comparons donc cela à un jeu vidéo : vous commencez en tant que barbare. Vous avez donc un bonus de force, de vitesse et de résistance, dans votre inventaire se trouve une épée. En programmation, au lieu de créer une liste pour chaque attribut pour chaque personne qui rejoint votre jeu afin de lui ajouter l’épée et le bonus de force, de vitesse et de résistance, vous allez créer un objet. Cet objet sera la représentation de votre barbare, et lorsque vous l’appellerez pour le créer il commencera avec son épée et ses stats bonus. Vous pourrez alors le modifier directement ou exécuter des fonctions qui lui son propre, comme donner un coup d’épée ou courir par exemple.

Également, si votre barbare prend une spécialité de combat comme viking par exemple et que désormais il peut également se protéger avec son bouclier en plus de son coup d’épée et courir, vous n’allez pas recréer un objet de zéro, vous utiliserez ce qui s’appelle l’héritage. Votre viking sera un barbare basique, mais avec un bouclier en plus. Il hérite de toutes les spécificités de son parent.

C’est une technique va vous permettre de gagner du temps mais n’est pas applicable partout. Il ne sert à rien de créer une classe pour faire une addition, son utilisation est assez spécifique.

Les langages Python et Java en sont des exemples.

* Logique

Le paradigme logique est une approche de programmation qui repose sur la logique formelle et les règles déductives. Dans ce paradigme, les programmes sont définis par des faits et des règles logiques. La mise en œuvre la plus courante de ce paradigme est le langage de programmation Prolog. Voici les principes de base :

Faits : Les faits sont des déclarations qui expriment des vérités sur le domaine du problème. Par exemple, dans un système de planification, un fait pourrait être « Le soleil se lève à l'est. »

Règles : Les règles décrivent les relations entre les faits. Elles sont souvent formulées sous la forme « Si [condition], alors [conclusion] ». Par exemple, « Si c'est l'aube et les oiseaux chantent, alors c'est le matin. »

Inférence : Le moteur d'inférence du langage logique examine les faits et les règles disponibles pour déduire de nouvelles informations. Il peut répondre à des requêtes en tirant des conclusions logiques.

Imaginez un enquêteur résolvant un mystère. Le paradigme logique serait comme la construction d'un tableau de liens et de déductions. Chaque indice découvert est ajouté à la liste des connaissances. Les règles logiques agissent comme des directives pour connecter les indices et tirer des conclusions. Si le détective sait que chaque fois qu'il pleut, le sol est mouillé, et qu'il constate un sol mouillé, il peut en déduire qu'il vient de pleuvoir.

En d'autres termes, c'est comme assembler un puzzle où chaque pièce s'emboîte logiquement avec les autres. Les règles servent de guide pour savoir comment placer les pièces ensemble. C'est une manière de résoudre des problèmes en construisant une compréhension logique du domaine plutôt qu'en séquençant des instructions.

Le paradigme logique est souvent utilisé dans des domaines tels que l'intelligence artificielle, la planification automatisée, les systèmes experts et d'autres applications où la prise de décision basée sur des règles logiques est cruciale.

Le prolog se développe de cette manière. En voici un exemple.

On voit plus facilement émerger le paradigme logique via cet exemple.

% Faits : caractéristiques des animaux

a\_des\_plumes(oiseau).

a\_des\_pattes(oiseau).

peut\_voler(oiseau).

a\_des\_pattes(chien).

a\_un\_pelage(chien).

% Règles : déduction basée sur les caractéristiques

est\_un\_oiseau(X) :- a\_des\_plumes(X), a\_des\_pattes(X), peut\_voler(X).

Il existe bon nombre d’autre paradigme de langage de programmation. [] Mais notre histoire de traducteur refait surface pour expliquer une nouvelle notion, celle de l’interprétation et de la compilation.

## Compilé / Interprété

Un alien s’est écrasé sur Terre, mais visiblement il vient en paix. Bien que vous ne sachiez pas ce qu’il dit (vous n’avez pas fait LV2 martien) ses intentions ne vous paraissent pas du tout agressives. En fait, il semblerait qu’il ait besoin de votre aide ! Le moteur de sa soucoupe s’est lourdement détérioré lors de son atterrissage forcé et il ne sait pas comment le réparer. Mais vous, vous êtes le meilleur mécanicien du pays, et en jetant un œil à sa technologie vous avez tout de suite compris comment faire. Le seul problème, c’est que son moteur produit une chaleur extrême, mais l’alien ne semble pas du tout craindre cette chaleur. Par chance, il se trouve que notre martien a une machine qui peut traduire n’importe quelle langue écrite dans la sienne. Comment allez-vous faire pour lui expliquer ?

Si vous décidez d’écrire toutes les étapes à suivre sur une grande feuille et de la passer dans le traducteur, c’est que vous avez choisi la méthode compilée. Un langage compilé, lorsque vous allez lancer l’exécution du programme, va traduire tout votre script en langage machine, l’ordinateur va exécuter toutes les instructions. L’avantage de cette méthode est sa grande rapidité. En effet le martien va faire exactement ce que vous lui avez demandé et enchainer toutes les étapes sans attendre. Mais le gros défaut de cette méthode est l’incapacité de correction. Votre machine est lancée, mais rien ne va l’arrêter désormais. Et s’il y a une erreur, il va falloir faire avec ! La suite d’instruction continuera, en faisant toujours plus d’erreurs et quand il s’arrêtera, il vous dira simplement « ça n’a pas marché ».

Mais si vous décidez d’envoyer chaque instruction sur une feuille que vous passez dans la machine étape par étape, vous avez choisi le langage interprété. Chaque instruction va se traduire en langage machine, puis va s’exécuter, vérifiant s’il y a une erreur, puis passera à la suivante. Si vous avez donné une instruction faussée, alors le programme s’arrête et vous dira « ça n’a pas marché à cette instruction ». Vous aurez donc accès à la moindre correction possible sur votre programme. Mais que c’est long ! Chaque instruction fait un aller-retour entre traduction et vérification d’erreur. Vous allez perdre un temps fou, mais au moins vous n’allez pas avoir à chercher votre erreur.

## Conclusion

En conclusion, le langage de programmation se présente comme une traduction ingénieuse du langage naturel dans le monde informatique, permettant aux programmeurs de donner vie à leurs idées en un langage compréhensible par les machines. À travers l'exploration des niveaux de langage, des paradigmes de programmation, et des méthodes d'exécution, nous comprenons que le choix du langage revêt une importance cruciale dans la conception de solutions informatiques. C'est une décision qui transcende la simple syntaxe pour toucher la lisibilité, la vitesse d'exécution, et l'adaptabilité aux besoins spécifiques d'un projet. Alors que l'informatique continue d'évoluer, le langage de programmation demeure au cœur de cette transformation, reflétant la constante recherche de moyens plus efficaces et expressifs pour communiquer avec les machines. Ainsi, choisir un langage de programmation devient une démarche stratégique, un acte de création guidé par la vision du programmeur et les exigences du projet.

# PowerLine : Début du projet

PowerLine sera un langage haut niveau dont l’objectif ne sera pas la rapidité mais plutôt la facilité à manier. Nous allons essayer de créer un langage haut niveau, autant que possible, et en français. Ce but est de créer une approche simple pour les jeunes souhaitant débuter le code. Pour commencer, nous essayerons de créer ce langage de manière compilée, de lui implémenter quelques fonctionnalités de bases, puis une fois fonctionnel, on rajoutera le plus possible d’éléments intéressant comme []. Puis il faudra créer un traducteur vers l’assembleur et lui permettre de s’exécuter. Pour ça, tout un tas d’étapes apparaissent, que j’expliquerai en temps voulu.

Pour rendre notre programme fonctionnel, il faut d’abord trouver une syntaxe unique, qui lui permettra de ne connaître aucune ambiguïté. Commençons par des commandes simples et pourtant qui renferment une certaine difficulté. D’abord, nous allons essayer de faire des calculs arithmétiques. Notre ordinateur n’était qu’une grosse machine de calcul, cela va nous occuper un petit temps. Puis en avançant sur les différentes syntaxes, on se rendra compte que nous pourrons réutiliser les différents éléments, comme le fait de mettre : après une fonction ou []. Mais commençons donc par les calculs.

Si nous demandions à la machine de nous faire le calcul suivant :  
(3 + 2) \* 6 + 12

La première étape serait de déterminer 3+2 Puis nous devons multiplier 6 avec … avec l’instruction précédente, soit 3+2. Le souci est que la machine doit se souvenir des étapes précédentes. Et pour ça on va utiliser un outil de l’ordinateur qui se nomme …

## RAM

La RAM, ou mémoire vive (Random Access Memory), est un composant essentiel de l’ordinateur qui offre une mémoire temporaire et rapide pour stocker et accéder aux données nécessaires pendant l'exécution des programmes. Contrairement au stockage permanent comme les disques durs ou les SSD, la RAM est « volatile », ce qui signifie que son contenu est effacé lorsque l'ordinateur est éteint. La RAM joue un rôle crucial dans les performances d'un système, car elle permet le chargement rapide des applications et des données fréquemment utilisées par le processeur. L'accès rapide à la RAM permet à l'ordinateur d'exécuter plusieurs tâches simultanément de manière efficace. Les capacités et la vitesse de la RAM influencent directement les performances globales d'un système informatique, et un montant adéquat de RAM est crucial pour assurer une expérience informatique fluide et réactive.

On pourrait la représenter comme un grand ruban contenant des millions de cases. Chaque cas a un numéro, pour savoir où elle se trouve, et une valeur, soit notre stockage.

1 2 3 4 5 6 7 8 9 …

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1 | 15 | 6565 | 78 | 2 | 66 | 22 | 1 | 2 |  |

Donc, la RAM agit comme un espace de stockage pour le processeur, fournissant une mémoire rapide et temporaire qui facilite l'exécution rapide des opérations et améliore les performances globales d'un ordinateur. Et nous allons nous en servir énormément.

Imaginons donc que nous avons notre case vide du ruban de mémoire ram, disons la case 215. Notre calcul se ferait donc comme ça :

* (215) <- const 3
* (215) <- add 2
* (215) <- mul 6
* (215) <- add 12

Et on peut se dire qu’on a fini, et que c’est vraiment rapide. Notre case 215 a donc le nombre que nous souhaitions stocker en elle. Il ne manque plus que de créer une commande pour pouvoir l’afficher.

Mais une information vient tout chambouler. En voici une représentation sous forme de tableau.

|  |  |  |
| --- | --- | --- |
| Stockage | Espace | Temps (nano seconde) |
| Registre | 16 | 1 |
| RAM | 1Go | 100 |

Nous avons énormément de RAM et peu de ce qu’on appelle les registres. Mais s’ils sont si peu, c’est parce qu’ils sont excessivement plus rapides que la RAM, ce qui coûte donc plus cher à la fabrication de l’ordinateur.

## Registres

Les registres sont de petits espaces de stockage ultra-rapides situés directement dans le processeur d'un ordinateur. Ils sont utilisés pour stocker temporairement des données et des instructions pendant l'exécution d'un programme. Puisqu'ils sont intégrés au cœur du processeur, les registres permettent un accès très rapide aux informations, beaucoup plus rapide que l'accès à la mémoire principale de l'ordinateur. Les données temporaires, comme les résultats intermédiaires de calculs, sont stockées dans les registres pour que le processeur puisse les manipuler rapidement pendant l'exécution des programmes, contribuant ainsi à accélérer les opérations informatiques. En résumé, les registres sont des zones de stockage ultra-rapides utilisées par le processeur pour travailler rapidement avec les données nécessaires à l'instant précis.

Ils vont donc nous servir à faire fonctionner notre programme à peu près 100 fois plus vite que si nous utilisions de la RAM pour tout faire. On nomme nos deux registres comme ceci : %rax et %rbx

* %rax <- const 3
* %rbx <- const 2
* %rax <- add %rbx
* %rbx <- const 6
* %rax <- mul %rbx
* %rbx <- const 12
* %rax <- add %rbx

Et grâce à ça, on vient théoriquement de rendre notre programme 50 fois plus rapide.

# Fonctionnement théorique

Implémentons les premières fonctionnalités comme la commande d’affichage. Nous choisirons par « Montrer » pour ne pas reprendre le si commun « Afficher » et sera une commande intégrée. Elle aura cette première syntaxe :

Montrer : [Ce que vous voulez afficher], [Ce que vous voulez afficher], [Ce que vous voulez afficher] .

Elle se termine par un . pour montrer que c’est la fin de notre fonction.

Et si nous reprenons notre calcul et que nous souhaitons le Montrer, voici ce que ça donne.

Montrer : (3 + 2) \* 6 + 12 .

On retranscrit donc les informations en langage plus bas niveau :

* %rax <- const 3
* %rbx <- const 2
* %rax <- add %rbx
* %rbx <- const 6
* %rax <- mul %rbx
* %rbx <- const 12
* %rax <- add %rbx
* Print %rax

Ce qui donnerait en assembleur

global \_start

section .text

\_start:

mov %rax, 3 ; %rax <- const 3

mov %rbx, 2 ; %rbx <- const 2

add %rax, %rbx ; %rax <- add %rbx

mov %rbx, 6 ; %rbx <- const 6

imul %rax, %rbx ; %rax <- mul %rbx

mov %rbx, 12 ; %rbx <- const 12

add %rax, %rbx ; %rax <- add %rbx

mov rdi, 1 ; Descripteur de fichier pour la sortie standard (stdout)

mov rsi, %rax ; Valeur à imprimer (dans %rax)

mov rdx, 10 ; Nombre d'octets à imprimer

mov %rax, 1 ; Code système pour l'appel système write

syscall

mov %rax, 60 ; Code système pour l'appel système exit

xor rdi, rdi ; Code de retour 0

syscall

Comme on peut le remarquer, une simple opération en assembleur prend autant de ligne. Pour commencer, on va juste traduire notre programme dans le pseudo assembleur, laissons le véritable calvaire pour la partie pratique. Alors comment faire pour notre traducteur ? Nous entrons dans la partie de la compilation.

## Lexing

Le lexing, en français analyse lexicale, est la première étape du processus d'analyse d'un programme informatique. Son rôle principal est de convertir une séquence de caractères, représentant le code source d'un programme, en une série de "jetons" ou "tokens". Ces tokens sont des unités lexicales, des morceaux plus petits et significatifs du code, tels que des mots-clés, des identificateurs, des opérateurs, des nombres et des symboles.

L'analyse lexicale simplifie le traitement ultérieur du code source en fournissant une représentation structurée et simplifiée du texte. Les lexèmes ainsi obtenus servent de base à l'étape suivante du processus de compilation ou d'interprétation. Un analyseur lexical (lexer) parcourt le code source caractère par caractère, reconnaît les motifs lexicaux et génère une séquence de tokens associés à ces motifs.

Prenons par exemple notre commande que nous avions créée :

Montrer : (3 + 2) \* 6 + 12 .

D’abord, le Lexer va d’abord décomposer notre chaine en une liste de caractères, soit

[‘M’, ‘o’, ‘n’, ‘t’, ‘r’, ‘e’, ‘r’, ‘ ‘, ‘:’, ‘ (‘, ‘3’, ‘+’, ‘2’, ‘)’ , ‘\*’, ‘6’, ‘+’ , ‘1’, ‘2’, ‘ ‘, ‘.’]

Première étape, il va retirer les espaces, deuxième étape, il va assembler les suites de caractères qu’il trouve pour essayer de créer un token. Il va également vérifier si deux chiffres se trouvent l’un à coté de l’autre ou si deux chiffres entourent un point pour former un nombre décimal. Et on obtient ça :

[‘Montrer’, ‘:’, ‘ (‘, ‘3’, ‘+’, ‘2’, ‘)’ , ‘\*’, ‘6’, ‘+’ , ‘12’, ‘.’]

## Parsing

Le parsing, ou analyse syntaxique, constitue la deuxième étape du processus d'analyse d'un programme informatique, succédant à l'analyse lexicale. Son objectif est de prendre la séquence de tokens générée lors de l'analyse lexicale et de les organiser en une structure hiérarchique qui représente la syntaxe du programme conformément à la grammaire du langage de programmation. L'analyse syntaxique utilise des règles grammaticales définies pour déterminer la manière dont les tokens peuvent être combinés pour former des constructions syntaxiques valides. Ces règles décrivent la structure grammaticale du langage, indiquant par exemple comment les déclarations de fonctions, les boucles, les conditions et d'autres constructions doivent être formées. L'objectif final de l'analyse syntaxique est de créer un arbre syntaxique, également appelé arbre d'analyse, qui représente la structure hiérarchique du programme. Cet arbre est utilisé comme base pour l'étape suivante du processus, généralement l'analyse sémantique ou la génération de code.

Revenons donc à notre exemple :

[‘Montrer’, ‘:’, ‘ (‘, ‘3’, ‘+’, ‘2’, ‘)’ , ‘\*’, ‘6’, ‘+’ , ‘12’, ‘.’]

D’abord on a la fonction montrer qui va englober des caractères avec : et . On en déduit donc qu’il faut afficher l’intérieur du montrer. Puis on a des parenthèses avec un calcul à l’intérieur. On doit commencer par exécuter notre calcul puis le suivant, puis le suivant. Notre arbre syntaxique devrait ressembler au suivant :

Montrer

+

\* 12

+ 6

3 2

3 + 2 \* 6 + 12 Montrer

Voici l’ordre de nos actions à réaliser selon la phrase que nous avions donnée au début du Lexing (sans tenir compte des priorités de calcul). On peut donc en déduire le code qui y sera associé en pseudoAssembleur.

* %rax <- const 3
* %rbx <- const 2
* %rax <- add %rbx
* %rbx <- const 6
* %rax <- mul %rbx
* %rbx <- const 12
* %rax <- add %rbx
* Print %rax

Et avec cela, on peut en déduire une première étape de traduction après le parsing, un peu à la manière du Prolog, on écrit une règle et en ressort une affirmation.

* Si on a un nombre n, alors r?x <- const n

*(r?x car on ne sait pas pour l’instant s’il faut la mettre dans %rax ou %rbx)*

* Si on a un opérateur, alors dans un premier temps, il faut placer la branche de gauche dans %rax et la branche de droite dans %rbx puis on fait %rax <- [opérateur] %rbx
* Si on doit montrer, alors print %rax

Et maintenant, voyons si notre déduction est bonne ou s’il faut l’ajuster un peu ! Imaginons que je veuille …

Montrer : 6 \* 4 + 3.

1. Lexing

['M', 'o', 'n', 't', 'r', 'e', 'r', ' ', ':', ' ', '6', ' ', '\*', ' ', '4', ' ', '+', ' ', '3', '.']

['Montrer', ':', '6', ' ', '\*', ' ', '4', ' ', '+', ' ', '3', '.']

1. Parsing

Montrer

\*

6 +

4 3

On suit donc notre règle. On commence par la branche de gauche, on a un 6, mettons donc %rax à 6.

* %rax <- const 6

Puis on descend dans la branche de droite en parcourant l’arbre, on a un 4 et un 3, mettons les dans %rax et %rbx.

* %rax <- const 4
* %rbx <- const 3

On remonte d’une étape, %rbx est égal à la somme de %rax et %rbx.

* %rbx <- add %rax

Et enfin, en remontant, on obtient un \* donc

* %rax <- mul %rbx

Et on obtient alors la suite d’instruction suivante :

(4 + 3) \* 4… Ce n’est pas ce qu’on avait demandé, en effet, notre %rax = 6 a été écrasé par %rax = 4… ça signifie qu’il nous faudrait un troisième registre. Mais si alors on fait une étape de plus il nous faudrait une infinité de registres et leur prix étant élevé, il vaut mieux trouver une autre solution… Une solution que nous avions plus tôt mais qui était trop lente. Pourquoi ne pas mélanger la ram et les registres ?

## Adaptations de la traduction

D’abord, on a remarqué que ça ne fonctionnait pas comme on le souhaitait parce qu’il faut rajouter de la mémoire. C’est exactement ce que l’on va faire avec de nouvelles fonctions pseudoAssembleur que l’on va appeler store et load. Store permet de charger de la mémoire dans un emplacement ram vide indiqué par son numéro, load permet de le récupérer dans un registre spécifié.

Donc on peut désormais tenter d’adapter nos règles à nos nouvelles fonctionnalités.

* Si on a un nombre n, alors

%rax <- const n

(?) <- store %rax

*( (?) car on ne sait pas pour l’instant l’emplacement de notre case de ram)*

* Si on a un opérateur :

(X) <- branche de gauche

(Y) <- branche de droite

Rax <- load (X)

Rbx <- load (Y)

Rax <- [opérateur] %rbx

(Z) <- store %rax

* Si on doit montrer, alors print %rax

Rax <- load (Z)

Print %rax

Et en mélangeant ram et registre, on obtient un programme performant qui permet d’avoir assez de mémoire pour fonctionner. Mais le problème est de pour déterminer X, Y et Z. Ce qu’on va faire, c’est qu’on va sélectionner la première case libre dans notre ram. Imaginons notre ruban comme le suivant :

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 7 | 1 | 4 | 5 | 5 | 5 | 4 | 4 | 477 |

L’ordinateur a réservé les deux premières cases mais on peut utiliser la suite. Reprenons notre calcul.

Montrer

\*

6 +

4 3

En suivant les règles voilà ce qu’il se passe :

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 7 | 1 | 6 | 5 | 5 | 5 | 4 | 4 | 477 |
| 7 | 1 | 6 | 4 | 3 | 5 | 4 | 4 | 477 |

Puis on fait l’addition :

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 7 | 1 | 6 | 7 | 3 | 5 | 4 | 4 | 477 |

Et enfin la multiplication :

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 7 | 1 | 42 | 7 | 3 | 5 | 4 | 4 | 477 |

Ainsi on a notre résultat. Au fur et à mesure que nos résultats se forment, on libère la mémoire dont on n’a plus l’utilité. Une fois 42 affiché, on le libèrera aussi, et un autre programme viendra sûrement un jour le remplacer. C’est d’ailleurs ce que fait notre programme lorsqu’il écrase 4 pour former 7.

On s’aperçoit rapidement que la ram fonctionne comme une pile. La modification se forme toujours au plus haut de la pile, que ce soit un ajout ou une suppression. Seulement, le programme ne peut pas se souvenir tout seul de chaque emplacement de mémoire, au lieu de ça, on va créer un index de pile. C’est-à-dire qu’on ne touchera plus jamais à un élément à l’intérieur mais seulement celui qui se trouve au- dessus. Ça permet donc de ne pas avoir à se soucier de l’emplacement de notre élément 4. On connaitra le dernier élément, et c’est lui qui nous intéresse. Cet index va nous servir tellement souvent qu’on va en faire un registre. Bienvenue à %rsp, le stack pointer ou pointeur de pile.

Ainsi, on aura juste à implémenter notre pile de cette façon :

(%rsp) <- store %rax

%rsp <- add 1

Ça signifie que nous chargeons la case mémoire de numéro %rsp de la valeur de %rax.

Pour dépiler, il faut donc faire l’inverse :

%rsp <- sub 1

%rax <- load (%rsp)

Et pour ainsi clore cette partie de compilation, voici comment fonctionne notre traducteur vers pseudassembleur.

* Si on a un nombre n, alors

%rax <- const n

(%rsp) <- store %rax

%rsp <- add 1

* Si on a un opérateur :

%rsp <- sub 1

%rbx <- load (%rsp)

%rsp <- sub 1

%rax <- load (%rsp)

%rax <- [opérateur] %rbx

(%rsp) <- store %rax

%rsp <- add 1

* Si on doit montrer, alors

%rsp <- sub 1

%rax <- load (%rsp)

Print %rax

# Commencement des programmes

En annexe, vous trouverez trois programmes python dans le dossier « premiers essais ». Le premier se nomme lexing.py. En voici la description de fonctionnement.

## Lexing

Le fichier Lexing est assez court. Il a pour seul but de récupérer en entrée une chaine de caractère, soit celle de notre programme et il fait ressortir une chaine récupérable par le parser. Voici comment fonctionne l’algorithme de la fonction :

* tokken = ["Montrer"]: Définit une liste de tokens que la fonction recherche dans la chaîne d'entrée. Dans cet exemple, il cherche le token "Montrer".
* s1 = list(var.replace(" ", "")): Convertit la chaîne de caractères en une liste s1 où les espaces sont supprimés.
* La boucle while suivante parcourt la liste s1 pour fusionner les chiffres adjacents en un seul élément, permettant ainsi de traiter les nombres à plusieurs chiffres.
* La boucle for suivante parcourt la liste de tokens (tokken). Pour chaque token, elle cherche une correspondance à la fin de la liste s1 et fusionne les caractères si une correspondance est trouvée.
* Si un token est trouvé à la fin de s1, les caractères correspondants sont fusionnés.
* La boucle while à l'intérieur de la boucle for permet de gérer les cas où plusieurs occurrences du token peuvent se chevaucher.
* La fonction retourne la liste s1 modifiée, qui contient maintenant les tokens fusionnés et les caractères restants.
* La chaîne d'entrée est définie comme 'Montrer : (3 + 2)\*5^2-6.', et la fonction lexing1 est appelée avec cette chaîne. La sortie de la fonction est affichée.
* La sortie du programme est [Montrer, :, (, 3, +, 2, ), \*, 5, ^, 2, -, 6, .]

Ainsi, on va convertir notre langage powerline en langage parsable. Les prochains mots clés, tokens, seront à ajouter dans la liste de début de programme ce qui simplifie grandement la mutabilité et l’évolutivité du programme lorsqu’il faudra ajouter des fonctionnalités de base.

## Parsing

La fonction du parser est un peu plus longue mais a été condensée au maximum pour être efficace. Elle a pour entrée la chaine du lexer et pour sortie un arbre syntaxique sous forme de liste python. Voici les étapes à atteindre pour obtenir le résultat souhaité.

* Convertir une expression mathématique en notation infixée en notation postfixée.
* Construire un arbre d'expression à partir de l'expression postfixée.
* Analyser une liste de tokens pour identifier et traiter les instructions "Montrer" ou "Calculer".

Voyons chaque fonction individuellement :

Fonction infix\_to\_postfix

Cette fonction prend une expression mathématique en notation infixée en tant qu'entrée et la convertit en notation postfixée en utilisant une approche de l'algorithme de la file d'attente (Shunting Yard).

Fonction postfix\_to\_tree

Cette fonction prend une expression postfixée en tant qu'entrée et construit un arbre d'expression à partir de cette expression.

Fonction parsing

Cette fonction prend une liste de tokens en entrée et analyse la structure de ces tokens pour identifier et traiter les instructions "Montrer" ou "Calculer". Elle utilise les fonctions précédentes pour accomplir cela.

Fonction display\_tree

Cette fonction prend un arbre d'expression en tant qu'entrée et l'affiche visuellement en utilisant des caractères spéciaux pour représenter les branches. La fonction utilise une approche récursive pour parcourir l'arbre. Chaque niveau d'indentation est représenté par l'espacement, et les caractères ├── et └── sont utilisés pour indiquer les branches.

*La fonction display a pour seul but de construire plus joliment les arbres et est totalement facultative au projet. En revanche voici les designs qu’elle permet de voir.*

|  |  |  |
| --- | --- | --- |
| Montrer  └── -  ├── \*  ├── +  ├── 3  └── 2  └── ^  ├── 5  └── 2  └── 6 | Montrer  └── +  ├── +  ├── +  ├── +  ├── +  ├── 2  └── 2  └── 2  └── 2  └── 2  └── 2 | Montrer  └── -  ├── +  ├── 2  └── \*  ├── 5  └── 6  └── +  ├── 3  └── /  ├── 4  └── 2 |
| Montrer : (3 + 2)\*5^2-6. | Montrer : 2+2+2+2+2+2. | Montrer : 2+ 5\*6-(3+4/2). |

On voit que grâce au système de priorité, les opérations se font dans le bon sens, laissant par exemple sur le 3 -ème arbre la soustraction pour la fin. Mais en réalité, cette fonction n’est pas si facultative. Elle va permettre d’arriver sur la phase 3, celle de la traduction en pseudoAssembleur. C’est cette fonction qui détermine l’ordre de visionnage des différentes branches.

## Traducteur vers l’Assembleur

Pour les précédentes explications, il était important de rendre les commandes assembleur un peu plus lisibles, ce qui justifiait l’utilisation du pseudo assembleur. Désormais nous n’avons plus besoin de simplifier. De plus l’ordinateur ne peut comprendre que l’assembleur pur dont le fichier doit être compilé lui-même avec tout un tas d’étapes que nous évoquerons plus tard. Seulement, comme dit plus tôt, l’assembleur est d’une complexité folle et même après avoir essayé de faire fonctionner de simples programmes, il me fut presque impossible de les faire fonctionner. En revanche, il y a un langage plus haut niveau que nous pourrions utiliser, basé sur de l’assembleur et qui a besoin d’une compilation pour fonctionner… Vous pouvez vous munir du fichier traductor.py, nous allons baser le PowerLine sur du C.

En effet, il y a beaucoup de langage basé sur le C, puisqu’il a des syntaxes plutôt simples à s’approprier et se compile facilement. Quelques exemples de langages basés sur C :

* C++ : Une extension du langage C qui ajoute le concept de classes et d'objets pour la programmation orientée objet. C++ conserve également la compatibilité avec le code C existant.
* Objective-C : Un langage de programmation qui ajoute des fonctionnalités de programmation orientée objet à C. Il a été principalement utilisé pour le développement d'applications macOS et iOS.
* C# (C Sharp) : Un langage développé par Microsoft qui combine des éléments du langage C et du langage C++, avec un accent particulier sur la programmation orientée objet. C# est largement utilisé pour le développement d'applications Windows et de logiciels basés sur le framework .NET.
* D : Un langage de programmation avec un nom qui me fait bien rire qui tente d'améliorer certains aspects du langage C++, tout en offrant une performance élevée et une syntaxe plus propre. Il intègre des fonctionnalités de programmation fonctionnelle et orientée objet.
* Rust : Un langage de programmation système conçu pour être sûr, concurrent et pratique. Rust a une syntaxe qui rappelle celle du C et est axé sur la prévention des erreurs de mémoire telles que les pointeurs nuls et les déréférencements non sécurisés.

Explications du fonctionnement

reacting\_trad function :

Cette fonction prend en charge la traduction des actions spécifiques en langage source vers du code C. Par exemple, elle traite les nombres, les opérateurs arithmétiques, les chaînes de caractères, et les instructions spécifiques comme "Montrer".

navigate function :

Cette fonction navigue dans la structure arborescente et applique la traduction à chaque nœud de l'arbre.

Variables head et body :

head contient la partie initiale du programme C, y compris les déclarations de variables et la fonction main.

body contient le corps du programme C généré à partir de la structure arborescente.

Génération du fichier C :

Le programme génère le code C en écrivant dans un fichier appelé "output.c".

Compilation et exécution :

Le programme utilise le compilateur GCC pour compiler le code C généré et crée un exécutable appelé "srt.exe".

Ensuite, il exécute "srt.exe" à l'aide de subprocess.Popen et capture la sortie standard et d'erreur.

Nettoyage :

Enfin, le programme supprime le fichier exécutable "srt.exe".

# Perspectives d’améliorations

Ce projet est selon moi, un projet sur le long terme. Avec la base que nous avons ici, nous avons la capacité de faire bon nombre de fonctions basée sur la détection de tokens et l’implémentation de nouvelles fonctionnalités. Le Lexer, Parser et Traductor sont des programmes facilement modifiables, avec des manières claires et une construction réfléchie pour augmenter les capacités. Voici quelques idées de pistes d’améliorations.

**Gestion des Erreurs :**

Implémenter un système de gestion des erreurs plus sophistiqué pour fournir des messages d'erreur détaillés et faciliter le débogage.

**Élargissement des Fonctionnalités :**

Ajouter la prise en charge de nouvelles fonctionnalités du langage source, comme des structures de contrôle de flux, des fonctions définies par l'utilisateur, et des opérations avancées.

**Optimisation du Code Généré :**

Travailler sur l'optimisation du code C généré, en recherchant des moyens d'améliorer l'efficacité et la lisibilité.

**Documentation et Commentaires :**

Ajouter des commentaires dans le code généré pour expliquer la correspondance entre les éléments du langage source et le code C résultant.

**Modularité et Tests Unitaires :**

Organiser le code en fonctions modulaires pour faciliter la maintenance et ajouter des tests unitaires pour garantir la stabilité du programme.

**Interface Utilisateur :**

Développer une interface utilisateur graphique (GUI) pour simplifier l'interaction avec le programme.

**Gestion des Entrées Utilisateur :**

Permettre au programme d'accepter le code source directement à partir de fichiers ou d'une interface utilisateur pour une utilisation plus conviviale.

**Optimisation de la Pile :**

Optimiser l'utilisation de la pile, explorant des techniques pour minimiser son utilisation ou améliorer certaines opérations.

**Extension du Langage Source :**

Étendre la grammaire du langage source pour inclure des fonctionnalités plus avancées et prendre en charge un ensemble plus large d'instructions.

En mettant en œuvre ces améliorations, notre projet pourrait devenir une ressource encore plus puissante et flexible pour la traduction de structures arborescentes entre différents langages de programmation.

# Conclusion

Notre projet vise à fournir une solution de traduction simple mais puissante, permettant de convertir des structures arborescentes d'un langage de programmation spécifique en code C exécutable. La réalisation de ce projet a nécessité la conception d'un traducteur capable de comprendre la grammaire du langage source et de générer du code C équivalent.

Nous avons réussi à créer un prototype fonctionnel qui prend en charge des éléments de base tels que les opérations arithmétiques, l'affichage de valeurs, et la gestion de la pile. Ce prototype peut être étendu pour prendre en charge des fonctionnalités plus avancées dans le futur.

J’ai été obligé par la dead line qui se rapprochait dangereusement d’écourter le projet. Il aurait été bien plus intéressant de vous présenter d’autres fonctionnalités. Peut-être un jour verrez-vous émerger le PowerLine dans les langages de débutants. Merci de m’avoir lu !